**Effective Java通俗理解（下）**

**第31条：用实例域代替序数**

　　枚举类型有一个ordinal方法，它范围该常量的序数从0开始，不建议使用这个方法，因为这不能很好地对枚举进行维护，正确应该是利用实例域，例如：
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1 /\*\*

2 \* 枚举类型错误码

3 \* Created by yulinfeng on 8/20/17.

4 \*/

5 public enum ErrorCode {

6 FAILURE(0),

7 SUCCESS(1);

8

9 private final int code; //上一条讲到枚举天生不可变，所有域都应该是final的。

10

11 ErrorCode(int code) {

12 this.code = code;

13 }

14

15 public int getCode() {

16 return code;

17 }

18 }
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**第32条：用EnumSet代替位域**

　　前面说到枚举类型并“不常用”，那么这个EnumSet可能就更不常用了，首先来介绍写EnumSet是什么类型，它存在的意义是什么。

　　我们都知道HashSet不包含重复元素，同样EnumSet也和HashSet一样实现自AbstractSet，它也不包含重复元素，可以说它就是为Enum枚举类型而生，在《Thinking in Java》中这样描述“**Java SE5引入EnumSet，是为了通过enum创建一种替代品，以替代传统的基于int的“位标识”**”。本书中也是提到用EnumSet来代替位域。

　　关于EnumSet中的元素必须来自同一个Enum，并且构造一个EnumSet实例是通过静态工厂方法——noneOf，用法如下：
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1 /\*\*

2 \* 加减乘除枚举

3 \* Created by yulinfeng on 8/20/17.

4 \*/

5 public enum Operation {

6 PLUS, MINUS, TIMES, DEVIDE;

7 }
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1 import java.util.EnumSet;

2

3 /\*\*

4 \* Created by yulinfeng on 8/17/17.

5 \*/

6 public class Main {

7

8 public static void main(String[] args) throws InterruptedException {

9 EnumSet<Operation> enumSet = EnumSet.noneOf(Operation.class);

10 enumSet.add(Operation.DEVIDE);

11 System.out.println(enumSet);

12 enumSet.remove(Operation.DEVIDE);

13 System.out.println(enumSet);

14 }

15 }
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　　书中提到的位域，实际上就是OR位运算，换句话说就是“并集”也就是Set所代表的就是并集，在使用int型枚举模式的时候可能会用到类似“1 || 2”，这个时候不如用Enum枚举加以EnumSet来实现。

**第33条：用EnumMap代替序数索引**

　　有了上一条EnumSet的经验，实际上EnumMap和HashMap也类同，不同的是它是为Enum为生的，同样它的键也只允许来自同一个Enum枚举，我们举例《Thinking in Java》中的例子（命令设计模式）：
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1 /\*\*

2 \* 报警枚举

3 \* Created by yulinfeng on 8/20/17.

4 \*/

5 public enum AlamPoints {

6 KITCHEN, BATHROOM;

7 }
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1 /\*\*

2 \* 命令接口

3 \* Created by yulinfeng on 8/20/17.

4 \*/

5 public interface Command {

6 void action();

7 }
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1 import java.util.EnumMap;

2 import java.util.Map;

3

4 /\*\*

5 \* EnumMap

6 \* Created by yulinfeng on 8/17/17.

7 \*/

8 public class Main {

9

10 public static void main(String[] args) throws InterruptedException {

11 EnumMap<AlamPoints, Command> em = new EnumMap<AlamPoints, Command>(AlamPoints.class);

12 em.put(AlamPoints.KITCHEN, new Command() {

13 @Override

14 public void action() {

15 System.out.println("Kitchen fire");

16 }

17 });

18 em.put(AlamPoints.BATHROOM, new Command(){

19 @Override

20 public void action() {

21 System.out.println("Bathroom alert!");

22 }

23 });

24 for (Map.Entry<AlamPoints, Command> e : em.entrySet()) {

25 System.out.print(e.getKey() + ":");

26 e.getValue().action();

27 }

28 }

29 }
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　　这个例子说明了EnumMap的基本用法，和HashMap除了在构造方法上的不同外，基本无异。至于本条目所说的不要使用序数，实际上看完这条目过后得出的结论就是利用Map而不是是使用数组这个意思。

**第34条：用接口模拟可伸缩的枚举**

　　在第30条里我们举了这么一个例子：
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1 /\*\*

2 \* 加减乘除枚举

3 \* Created by yulinfeng on 8/20/17.

4 \*/

5 public enum Operation {

6 PLUS {

7 double apply(double x, double y) {

8 return x + y;

9 }

10 },

11 MIUS {

12 double apply(double x, double y) {

13 return x - y;

14 }

15 },

16 TIMES {

17 double apply(double x, double y) {

18 return x \* y;

19 }

20 },

21 DEVIDE {

22 double apply(double x, double y) {

23 return x / y;

24 }

25 };

26

27 abstract double apply(double x, double y);

28 }
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　　同时提到当需要新增一个操作符时直接在源代码中新增即可，且不会忘记重写apply方法，但从软件开发的可扩展性来说这并不是一个好的方法，软件可扩展性并不是在原有代码上做修改，如果这段代码是在jar中的呢？这个时候就需要接口出场了，我们修改上述例子：
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1 /\*\*

2 \* 操作符接口

3 \* Created by yulinfeng on 8/20/17.

4 \*/

5 public interface Operation {

6 double apply(double x, double y);

7 }
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1 /\*\*

2 \* 基本操作符，实现自Operation接口

3 \* Created by yulinfeng on 8/20/17.

4 \*/

5 public enum BasicOperation implements Operation{

6 PLUS("+") {

7 public double apply(double x, double y) {

8 return x + y;

9 }

10 },

11 MIUS("-") {

12 public double apply(double x, double y) {

13 return x - y;

14 }

15 },

16 TIMES ("\*") {

17 public double apply(double x, double y) {

18 return x \* y;

19 }

20 },

21 DEVIDE ("/") {

22 public double apply(double x, double y) {

23 return x / y;

24 }

25 };

26 private final String symbol;

27

28 BasicOperation(String symbol) {

29 this.symbol = symbol;

30 }

31 }
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　　当我们需要扩展操作符枚举的时候只需要重新实现Operation接口即可：
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1 /\*\*

2 \* 扩展操作符

3 \* Created by yulinfeng on 8/20/17.

4 \*/

5 public enum ExtendedOperation implements Operation {

6 EXP ("^") {

7 public double apply(double x, double y) {

8 return Math.pow(x, y);

9 }

10 },

11 REMAINDER ("%") {

12 public double apply(double x, double y) {

13 return x % y;

14 }

15 };

16 private final String symbol;

17

18 ExtendedOperation(String symbol) {

19 this.symbol = symbol;

20 }

21 }
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　　这样就达到代码的可扩展性，这样做的有一个小小的不足就是无法从一个枚举类型继承到另外一个枚举类型。

**第35条：注解优先于命名模式**

　　关于注解，我想很多人并没有亲自自定义过一个注解包括我，仅仅是在使用Spring框架时有使用过。确实对于注解来讲，个人认为一般很难接触自定义注解，除非是在公司的“自由框架组”或者“平台组”，这条我们就来学习如何编写自定义的注解。

　　首先来回顾Spring MVC中很常用的一条注解：
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1 import org.springframework.stereotype.Controller;

2 import org.springframework.web.bind.annotation.RequestMapping;

3 import static org.springframework.web.bind.annotation.RequestMethod.GET;

4

5 /\*\*

6 \* Created by 余林丰 on 2017/4/12/0012.

7 \*/

8 @Controller

9 @RequestMapping("/")

10 public class HomeController {

11

12 @RequestMapping(value="/home", method = GET)

13 public String home() {

14 return "home";

15 }

16 }
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　　选择@RequestMapping查看其源码，可以发现@RequestMapping上还有注解：
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1 @Target({ElementType.METHOD, ElementType.TYPE}) //注解可使用在方法声明和类、接口或enum声明

2 @Retention(RetentionPolicy.RUNTIME) //注解应该在运行时保留

3 @Documented //注解应该被 javadoc工具记录

4 @Mapping //表明是一个web映射注解

5 public @interface RequestMapping {

6 String name() default "";

7 @AliasFor("path") //别名

8 String[] value() default {};

9 @AliasFor("value")

10 String[] path() default {};

11 RequestMethod[] method() default {};

12 String[] params() default {};

13 String[] headers() default {};

14 String[] consumes() default {};

15 String[] produces() default {};

16 }
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　　定义注解时发现注解的语法有点奇怪，所有注解都只包含方法声明，但是不能为这些方法提供方法体，这些方法的行为更像是域变量，对于没有定义方法的注解称之为标记注解。方法名后通过default来声明参数的默认值，该注解的适用方法就是开头的HomeController代码示例。这是注解的基本使用和定义，一定注意：**注解永远不会改变被注解代码的语义，它们只负责提供信息供相关的程序使用。**

　　对于注解运行原理，以及如何正确使用自定义的注解在这里不做过多讲解，此条的目的在于对待“特定程序员”，注解是他们编写“工具类”、“框架类”的利器。

**第36条：坚持使用Override注解**

　　一句话，如果你要**重写**父类的方法，一定要使用Override注解，防止对方法进行了重载。

**第37条：用标记接口定义类型**

**标记接口是没有包含方法声明的接口，而只是指明一个类实现了具有某种属性的接口**，例如实现了Serializable接口表示它可被实例化。在有的情况下使用标记注解比标记接口可能更好，但书中提到了两点标记接口胜过标记注解：

　　1） 标记接口定义的类型是由被标记类的实例实现的；标记注解则没有定义这样的类型。 //这条有点不好理解，希望有大神有更加通俗地解释

　　2） 尽管标记注解可以锁定类、接口、方法，但它是针对所有，标记接口则可以被更加精确地锁定。

　　另外书中也提到标记注解优于标记接口的地方：那就是能标记程序元素而非类和接口，且在未来能给标记添加更多的信息。

**第38条：检查参数的有效性**

　　对于这一条，最常见的莫过于检查参数是否为null。

　　有时出现调用方未检查传入的参数是否为空，同时被调用方也没有检查参数是否为空，结果这就导致两边都没检查以至于出现null的值程序出错，通常情况下会规定调用方或者被调用方来检查参数的合法性，或者干脆规定都必须检查。null值的检查相当有必要，很多情况下没有检查值是否为空，结果导致抛出NullPointerException异常。

**第39条：必要时进行保护性拷贝**

　　书中所举的例子也相当有借鉴参考意义，不妨来看看：
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1 import java.util.Date;

2

3 /\*\*

4 \* 开始时间不能大于结束时间

5 \* Created by yulinfeng on 2017/8/21/0021.

6 \*/

7 public class Period {

8 private final Date start; //定义为不可变的引用

9 private final Date end;

10

11 public Period(Date start, Date end) {

12 if (start.compareTo(end) > 0) {

13 throw new IllegalArgumentException(start + "after" + end);

14

15 }

16 this.start = start;

17 this.end = end;

18 }

19

20 public Date start() {

21 return start;

22 }

23

24 public Date end() {

25 return end;

26 }

27 }
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　　这段代码看起来没有问题，代码中也明确了start和end是不变的。但是！Date类本身确实可变的，一定注意Date类本身是可变的。所以当出现以下代码时就会违背代码本身的意愿：
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1 import java.util.Date;

2

3 /\*\*

4 \*

5 \* Created by yulinfeng on 2017/8/17

6 \*/

7 public class Main {

8 public static void main(String[] args) throws Exception{

9 Date start = new Date();

10 Date end = new Date();

11 Period p = new Period(start, end); //传递的是引用的拷贝

12 end.setYear(78); //对end变量的修改是会影响到Period中的end对象，因为它们指向的是同一个实例对象

13 }

14 }
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　　注释中提到传递的是引用的拷贝，那么我们在Period中重新创建一个Date实例就不再指向同一个对象实例了：
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1 import java.util.Date;

2

3 /\*\*

4 \* 开始时间不能大于结束时间

5 \* Created by yulinfeng on 2017/8/21/0021.

6 \*/

7 public class Period {

8 private final Date start; //定义为不可变的引用

9 private final Date end;

10

11 public Period(Date start, Date end) {

12 /\*实例的创建应在有效性检查之前进行，避免在“从检查参数开始直到拷贝参数之间的时间段期间”从另一个线程改变类的参数\*/

13

14 this.start = new Date(start.getTime());

15 this.end = new Date(start.getTime());

16

17 if (this.start.compareTo(this.end) > 0) {

18 throw new IllegalArgumentException(start + "after" + end);

19

20 }

21 }

22

23 public Date start() {

24 return start;

25 }

26

27 public Date end() {

28 return end;

29 }

30 }
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　　不过如果我们将客户端测试代码改为以下，则还是会带来新的问题，它同样是修改了Period实例，原因就是Date类是可改变的：
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1 import java.util.Date;

2

3 /\*\*

4 \*

5 \* Created by yulinfeng on 2017/8/17

6 \*/

7 public class Main {

8 public static void main(String[] args) throws Exception{

9 Date start = new Date();

10 Date end = new Date();

11 Period p = new Period(start, end); //传递的是引用的拷贝

12 p.end().setYear(78); //对end变量的修改是会影响到Period中的end对象，因为它们指向的是同一个实例对象

13 }

14 }
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　　再次利用上述思路，在调用start()和end()方法时不直接返回成员变量，而是范围一个新的实例：
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1 import java.util.Date;

2

3 /\*\*

4 \* 开始时间不能大于结束时间

5 \* Created by yulinfeng on 2017/8/21/0021.

6 \*/

7 public class Period {

8 private final Date start; //定义为不可变的引用

9 private final Date end;

10

11 public Period(Date start, Date end) {

12 /\*实例的创建应在有效性检查之前进行，避免在“从检查参数开始直到拷贝参数之间的时间段期间”从另一个线程改变类的参数\*/

13

14 this.start = new Date(start.getTime());

15 this.end = new Date(start.getTime());

16

17 if (this.start.compareTo(this.end) > 0) {

18 throw new IllegalArgumentException(start + "after" + end);

19

20 }

21 }

22

23 public Date start() {

24 return new Date(start.getTime());

25 }

26

27 public Date end() {

28 return new Date(end.getTime());

29 }

30 }
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　　至此，Period就是真正的不可变了，当然有经验的程序员通常不会Date作为参宿类型，而是直接使用long。这个例子对类的不可变性很有参考意义。

**第40条：谨慎设计方法签名**

　　方法签名不仅仅是指方法命名，还包括方法所包含的参数。

　　方法命名要遵循一定的规则和规律，可参考JDK的命名；方法所包含的参数最好不应超过4个，如果超过4个则应考虑拆分成多个方法或者创建辅助类用来保存参数的分组。

2017-08-21

**第41条：慎用重载**

　　面向对象有三个特性：继承、封装、多态。重载所体现的就是多态。

　　重载和重写有区别，重写是子类的方法重新实现父类的方法，包括方法名和参数都要相同；重载则不用要求是要继承，只要求拥有相同的方法名，参数类型不同个数不同都可以称之为重载。

　　此条目下书中建议慎用重载，在举几个例子过后就能很清除地明白为什么需要慎用。
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1 import java.util.\*;

2

3 /\*\*

4 \* 令人疑惑的重载示例

5 \* Created by yulinfeng on 8/22/17.

6 \*/

7 public class CollectionClassifier {

8 public static String classify(Set<?> set) {

9 return "Set";

10 }

11

12 public static String classify(List<?> list) {

13 return "List";

14 }

15

16 public static String classify(Collection<?> collection) {

17 return "Unknown Collection";

18 }

19

20 public static void main(String[] args) {

21 Collection<?>[] collections = {new HashSet<String>(), new ArrayList<String>(), new HashMap<String, String>().values()};

22 for (Collection<?> c : collections) {

23 System.out.println(classify(c));

24 }

25 }

26 }
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　　运行结果可能有点让人疑惑：
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　　这引出了一个问题，先说结论：重载方法的选择是静态的，而对于重写方法的选择则是动态的。在《深入理解Java虚拟机》第8.3.2章节中有讲解，这涉及到重载与重写在Java虚拟机中是如何实现的。

　　再来看一个关于重载的例子：

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

1 /\*\*

2 \* 静态分派——重载

3 \* Created by yulinfeng on 8/22/17.

4 \*/

5 public class StaticDispatch {

6 static abstract class Human{

7 }

8

9 static class Man extends Human {

10 }

11

12 static class Woman extends Human {

13 }

14

15 public void sayHello(Human guy) {

16 System.out.println("hello, guy!");

17 }

18

19 public void sayHello(Man guy) {

20 System.out.println("hello, gentleman!");

21 }

22

23 public void sayHello(Woman guy) {

24 System.out.println("hello, lady!");

25 }

26

27 public static void main(String[] args) {

28 Human man = new Man();

29 Human woman = new Woman();

30 StaticDispatch staticDispatch = new StaticDispatch();

31 staticDispatch.sayHello(man);

32 staticDispatch.sayHello(woman);

33 }

34 }

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

　　思考上面例子的执行结果，实际上有了第一个例子，这个例子可能也能“猜”得到。
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　　这两个例子实际上有异曲同工之妙，相似点在：

　　第一个例子：for (Collection<?> c : collections)。第二个例子：Human man = new Man();Human woman = new Woman();。

　　实际上“Human”称为变量的静态类型（外观类型），而“Man”和“Woman”则称为变量的实际类型。本例中实际上就是定义了两个静态类型但实际类型不同的变量，但是**虚拟机在重载时是通过参数的静态类型而不是实际类型作为判定一句的，静态类型又是在编译器可知的，所以在编译时就能确定使用哪个重载版本**。这样看来上面两个例子的执行结果就能解释了，因为它们的静态类型确定为了Collection和Human，故在编译时就选用了这两个参数类型的重载方法。**所有依赖静态类型来定位方法执行版本的分派动作称为静态分派。**

　　下面我们顺便说下“重写”。
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1 /\*\*

2 \* 动态分派——重写

3 \* Created by yulinfeng on 8/22/17.

4 \*/

5 public class DynamicDispatch {

6 static abstract class Human {

7 protected abstract void sayHello();

8 }

9

10 static class Man extends Human {

11 @Override

12 protected void sayHello() {

13 System.out.println("man say hello");

14 }

15 }

16

17 static class Woman extends Human {

18 @Override

19 protected void sayHello() {

20 System.out.println("woman say hello");

21 }

22 }

23

24 public static void main(String[] args) {

25 Human man = new Man();

26 Human woman = new Woman();

27 man.sayHello();

28 woman.sayHello();

29 man = new Woman();

30 man.sayHello();

31 }

32 }
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　　这个例子的执行结果应该不会感到疑惑了：
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　　显然这并不是根据静态类型来选择的重写方法，简单推理一下可得只是按照实际类型来选择确定的重写方法，而实际类型又是在编译时不可知只有在运行时才确定的，所以这有个较为专业的叫法——动态分配。**也就是说在运行时根据实际类型确定方法执行版本的分派过程称为动态分配。**

　　清楚了重载和重写的虚拟机实现过后，回到此条目的主题——慎用重载。

　　同样给出书中的例子就能说明，重载一定要慎重使用：
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1 import java.util.ArrayList;

2 import java.util.List;

3 import java.util.Set;

4 import java.util.TreeSet;

5

6 /\*\*

7 \* 慎用重载

8 \* Created by yulinfeng on 8/22/17.

9 \*/

10 public class Main {

11

12 public static void main(String[] args) throws InterruptedException {

13 Set<Integer> set = new TreeSet<Integer>();

14 List<Integer> list = new ArrayList<Integer>();

15 for (int i = -3; i < 3; i++) {

16 set.add(i);

17 list.add(i);

18 }

19 for (int i = 0; i < 3; i++) {

20 set.remove(i);

21 list.remove(i);

22 }

23 System.out.println(set + " " + list);

24 }

25 }
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　　这个例子本身想要的打印结果是[-3, -2, -1] [-3, -2, -1]，结果运行确是：
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　　原因就在于对于List的remove方法有两个，这两个在这里产生了歧义，其中一个是删除下标索引元素，另一个是删除集合中的元素。如果将第21行

list.remove(i);

修改为

list.remove(（Integer）i);

则避免得到了我们想要的结果。

　　这就是重载带来的“危害”，稍不留神就出现了致命问题。比较好的解决办法学习ObjectOutputStream类中做法：writeBoolean(boolean)，writeInt(int)，writeLong(long)。如果两个重载方法的参数类型很相似，那一定得考虑这样做是否容易造成“程序的误解”。

**第42条：慎用可变参数**

　　具有可变参数的方法可以传入0个或者多个参数，这种方法我相信自己写的可能在少数，用得最多的可能要属反射中的getDeclaredMethod方法：

public Method getDeclaredMethod(String name, Class<?>... parameterTypes)

　　为什么要慎用，其中有一个原因就是很有可能在没有传入参数的时候程序没有做任何保护而导致程序错误。另外有一个原因就是它会带来一定的性能问题，EnumSet类在传入少量参数的时候是直接调用具体的方法，只有在传入大量参数时才会调用可变参数的方法，这也是它在性能方面有优势的原因，因为**可变参数的每次调用都会导致进行一次数组分配和初始化。**

　　总之，“在定义参数数目不定的方法时，可变参数是一种很方便的方式，但是它们不应该被过度滥用。如果使用不当，会产生混乱的结果”。

**第43条：返回零长度的数组或者集合，而不是null**

　　我在阅读《Google Guava官方教程》时所读到最开头就是——**使用和避免null：null是模棱两可的，会引起令人困惑的错误，有些时候它让人很不舒服**。

　　例如对于一个Map，调用其get(key)方法，此时若返回null，可能表示这个key所对应的值本身就是null，或者表示这个Map中没有这个key值。这是两种截然不同的语义。

　　书中仅是说明对于零长度的数组或者集合不应该返回null，实际上对于所有的情况，都不要轻易返回null，特别是在语义不清的情况，更别说返回null时有的客户端程序并没有处理null的这种情况。

　　如果一定要用到null，更好的办法是单独维护它。

**第44条：为所有导出的API元素编写文档注释**

　　说实话，别说文档注释，连普通的方法注释也不是人人都会去编写，连参数和返回值，以及方法用途都不会注明。如今越来越强大的IDE，只要轻轻敲几个快捷键就能方便的生成文档注释模板，不要觉得麻烦，起码的参数、返回值、用途的注释一定要写。

　　关于文档注释这里不再做介绍。
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**第45条：将局部变量的作用域最小化**

　　之前在第13条谈到过成员变量的可访问性最小化，此处指的在一个方法中定义的局部变量。

　　简单一句话，用到的时候在定义，不要提前定义，当然在某种特殊情况下例外。想到之前看的《重构：改善既有代码的设计》书中有关成员变量的看法是不建议在程序中使用成员变量而是使用查询来代替。

**第46条：for-each循环优先于传统的for循环**

　　对于for-each的语法格式：

for (Element e : elements) {

doSomething(e);

}

　　当对集合、数组中的元素只做遍历时应首选for-each，而不是通过for循环手动移动数组下标。

**第47条：了解和使用类库**

　　JDK中内置了大量的工具类库，但很多“不为人知”。这实际上考研的是编程人员对Java基础的掌握程度，例如输出数组的方法：Arrays.toString等等，再比如判断是否字符串为空是实际上有isEmpty方法的。书中建议每个程序员都应该熟悉**java.lang、java.util**。

在进行工程项目类的开发时，不应重复造轮子，利用现有的已成熟的技术能避免很多bug和其他问题。除非自己业余爱好研究，重复造轮子我认为就很能提高编程水平了。

**第48条：如果需要精确的答案，请避免使用float和double**

　　float和double表示浮点类型数据，对于要精确到小数点的数值运算，通常下意识的会选择float或者double类型，但实际上这两种类型对于精确的计算是存在一定隐患的。

　　对于精确的数值计算，首推**BigDecimal**，或者可以使用int、long型将单位缩小不再有小数点。书中举了详细例子来说明。

**第49条：基本类型优先于装箱基本类型**

　　简单回顾下Java中的数据类型分为：基本类型和引用类型。基本类型包括：byte、short、int、long、float、double、char、boolean。引用类型则是String、List等。

　　对于int型的数据我们对它的数值大小判断直接上就是“==”，但对于其装箱类型Integer呢？

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

1 /\*\*

2 \* 装箱基本类型Integer的数值比较

3 \* Created by 余林丰 on 2017/8/23

4 \*/

5 public class Main {

6 public static void main(String[] args) throws Exception{

7 Integer a = 10;

8 Integer b = 10;

9 Integer c = 1000;

10 Integer d = 1000;

11 System.out.println(a == b);

12 System.out.println(c == d);

13 }

14 }

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

　　它的执行结果有点令人疑惑：

![https://images2017.cnblogs.com/blog/630246/201708/630246-20170823222124886-2142726846.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKAAAAArCAYAAAD/uIM2AAAEF0lEQVR4Ae1bSyhtYRT+OCeRoUcit3M8UmZGyK3THSDvFCYeY4oSZkp3ohgoAxN5JJHMxETJwMzEREQISR63ozvAdb1v69feXSfu2YN/n9u/Wn+dvf+99tr/XutbX//e++xvR30NfHtFSPsZ/BFikU1BwB0Eot0ZVkYVBJwhIAR0hpN4uYSAENAlYGVYZwgIAZ3hJF4uISAEdAlYGdYZAkJAZziJl0sIaCdgbW2tS6HKsBwR0ErAlJQU5OXlccRJcnIJgShdf0QHAgGEzn6dnZ3Izs5GTU0NEhMTMT8/j9LSUgwMDKCtrQ05OTkgn7/7lKfP50NTUxO8Xi9mZmZwcHDgUvoy7P9GQNsMuLa2pshECRGp6Eft4uICy8vLiI2NRTAYxOzsrLKPj4+rNS3GxsbsPnXq6uowNzeHiYkJRd53O2WDFQJet7O5vr7G1taWOs3p6SleX9/e/D0+Ptqnfnp6svvUSU5ORkdHh7Ld39+/2ycbvBDQTsCXlxckJCQgLS0Nm5ubCq3o6LeJltbPz882guSbmpqqZkcy+v1+HB0d4erqCouLi9jf30dmZqbtLx1+CHi++PzfQ9P6/es21OR4m4hH93yXl5c4PDxEQUEBuru71fF0/0cEJDu19PR0lJeX4/z8XPVpdtzd3VXH1tfXo6ysDGdnZzg5OVH+suCHgLaHEH7QSEaRQEDbQ0gkgpVz8ENACMivpkZlJAQ0qlz8ghUC8qupURkJAY0qF79ghYD8ampURkJAo8rFL1ghIL+aGpWRENCocvELVjsBc3Nz0d/fj5aWlrBoZWVlgV659fb2hvUVB54IaCdgZWUlJicn1btdJ5CRKiYpKcmJq/gwREA7AUl4enx8rGbBcHiR0HRhYSGcm+xnjIB2AsbExLyTXDHGTlLTgIA2PWBxcTEqKipUSMPDw7YimgzV1dXIz88HkXN7extTU1PK77NFVVUVioqKQHpBkmONjIwoV5Hqf4aYuXZtBFxZWQH9QslH0Nzc3GBwcFApndvb28OiRRpCkuzTpZwu6VazpPoPDw9oaGjA0NCQtUvWhiKgjYD/yv/29hZdXV0g4jhpRD76yKmkpASrq6vquxI6TqT6TtAzy0frPaDH41HZW2sLClJI05Px6OioMtHXcFajL9+o0eXZanFxcZiensbS0hKam5sts5Lq0xg9PT1qPHuHdIxFQJskPyMjA319fQoIkt7Hx8djZ2dHbZNMn/6eubu7A30XQgRcX19XttbWVuVD95BExr29PTQ2NiqpfmFhITY2NuxxSOYvUn1jufZh4CLJ/xAWMUYKAa2X4EgFLefhg4AQkE8tjcxECGhk2fgELQTkU0sjMxECGlk2PkELAfnU0shMhIBGlo1P0EJAPrU0MhMhoJFl4xP0H7iSL9gcyhpGAAAAAElFTkSuQmCC)

　　这是由于在Integer中会缓存-128~127的小数值，在自动装箱的时候对这些小数值能直接比较。再来看下面例子：

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

1 /\*\*

2 \* 装箱基本类型Integer的数值比较

3 \* Created by 余林丰 on 2017/8/23

4 \*/

5 public class Main {

6 public static void main(String[] args) throws Exception{

7 Integer a = new Integer(10);

8 Integer b = new Integer(10);

9 Integer c = new Integer(1000);

10 Integer d = new Integer(1000);

11 System.out.println(a == b);

12 System.out.println(c == d);

13 }

14 }

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

　　它的执行结果为：

![https://images2017.cnblogs.com/blog/630246/201708/630246-20170823222155214-291583361.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGMAAAAqCAYAAACnbOUxAAAC6UlEQVR4Ae2ZPWsqQRSG36gIIYVNkkYEkUBAf4CKRapE1Hw0SRo/agsDIdgJ4TYWFoJFGkFERLANpAzpbVKKEFKIhZjCQlBEQ5J7Z2As5OK660RWPQMyu3vOnjnzPs7sLmfL5XL9QGWzWCwq7yD3eRQwzeM07dPr9aYv0bkEBQwSYlAISQoQDElCyghDMGSoKCkGwZAkpIwwBEOGipJiLATD6XQinU4jFosppnNwcICrqyukUilF3011WAjG6ekpisUibDbbXPp9fn5ib29vLt9NdFoIxu7uLprNJl8dSuK9v7/j8fFRyW2j7QvBMJvN+Pr62mgBZU5e0xf48fExQqEQzyOXy+H29naS0/n5OdxuNxioer2OUqk0sf3v4OzsDD6fD9/f32i323h4eOBudrsdkUgEJpMJlUoFbGWte9ME4/n5Gew3DYKJ1e/3kclksL+/j0Qioaifx+NBoVDg2x3b9kS7vLxEtVrFeDzG9fU1stmsMK1trwnGLDUGgwHu7u64iLP8hI2BODo6wsnJCV5eXtDpdLiJwby5ueHHo9FIuK91r/mZYTQauTCiFypdXFzwN6x8Ps8vHR4eChPfctgJ28JE297eRrlcxtPTE6LRqLiMbrcLFiOZTPJ4E8MaHxj//QP/qJ2fw+HA/f09v83v92NnZweNRoOfW61WsFfe4XAIg8EABqNWq/Fr8Xic+7BnDnsWvL29IRwOIxgMwuv14vX1dRLn4+ODf5cEAgH+LGm1WmrTXDn/LS31jJWb5YokrHmbWpH5rVSaBENHuAgGwdCRAjpKhVYGwdCRAjpKhVYGwdCRAjpKhVbGusCgsqtckgutDCq76ggGlV11BIPKrnJhaCouUdlVLgQRTRMMKrsK+eT2mmDMSoHKrrPUmW3T/DYlyq2iF8NQ2VUoob6nsqt6zX7tDiq7/pq06gNr3qbUD0V3KClAMJQUWqKdYCxRbKWhCIaSQku0E4wliq00FMFQUmiJ9r/ApTbFVb0l6QAAAABJRU5ErkJggg==)

　　这里不再涉及自动装箱，有点类似String的比较，你把它当做引用类型，引用类型的“==”比较的都是其引用是否相等就能理解了。看到这里估计就差不多明白了，基本类型在有的情况优先于装箱基本类型，况且装箱基本类型还会带来性能问题。

　　而对于有的特定条件，例如集合的类型参数，这个时候就必须使用装箱类型，没得选。

　　综上，在有的选的情况下，有限考虑基本类型。

**第50条：如果其他类型更合适，则尽量避免使用字符串**

　　关于字符串是个万年不变的“考题”。Java中字符串不是一种基本类型，它实际上还是有char数组实现，在C中也并没有字符串而只有char类型。String字符串从诞生开始就注定不一般。

　　书中提到几种不应该使用字符串的情况，我认为在编码过程往往为了图省事将什么类型都定义为字符串，例如手机号，甚至是boolean类型定义为”true”或者”false”字符串。不应为了省事轻易使用字符串，而要选择更为恰当的类型。

**第51条：当心字符串连接的性能**

　　我们都知道String字符串是不可变的，每次对一个字符串变量的赋值实际上都在内存中开辟了新的空间。如果要经常对字符串做修改应该使用StringBuilder（线程不安全）或者StringgBuffer（线程安全），其中StringBuilder由于不考虑线程安全，它的速度更快。

**第52条：通过接口引用对象**

　　考虑程序代码的灵活性应该优先使用接口而不是类来引用对象，例如：

List<String> list = new ArrayList<String>();

　　这样带来的好处就是可以更换list的具体实现只需一行代码，之前有谈到将接口作为参数的类型，这两者配合使用就能最大限度实现程序的灵活性。

　　但如果是类实现了接口，但是它提供了接口中不存在的额外方法，且程序依赖这些额外方法，这个时候用接口来代替类引用对象就不合适了。
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**第53条：接口优先于反射机制**

　　其实在有关接口的建议中所推崇的都是面向接口编程，此条也不例外。

　　首先是反射的使用一定要慎重，它能在运行时访问对象，但它也有以下负面影响：

**丧失了编译时类型检查**

**执行反射访问所需要的代码非常笨拙和冗长（这需要一定的编码能力）**

**性能损失**

　　在使用反射时利用接口指的是，在编译时无法获取相关的类，但在编译时有合适的接口就可以引用这个类，当在运行时以反射方式创建实例后，就可以通过接口以正常的方式访问这些实例。

**第54条：谨慎地使用本地方法**

　　所谓的本地方法就是在JDK源码中你所看到在有的方法中会有“native”关键字的方法，这种方法表示用C或者C++等本地程序设计语言编写的特殊方法。之所以会存在本地方法的原因主要有：访问特定平台的接口、提高性能。

　　实际上估计很少很少在代码中使用本地方法，就算是在设计比较底层的库时也不会使用到，除非要访问很底层的资源。当使用到本地方法时唯一的要求就是全面再全面地测试，以确保万无一失。

**第55条：谨慎地进行优化**

　　我在实际编码过程中，常常听到别人说，这么实现性能可能会好一点，少了个什么什么性能会好一点，甚至是少了个局部变量也会提到这么性能要好一点，能提高一点是一点。

　　书中引用了三句话提出了截然不同的观点：

**很多计算上的过失都被归咎于效率（没有必要达到的效率），而不是任何其他的原因——甚至包括盲目地做傻事。**

**——William A.Wulf**

**不要去计较效率上的一些小小的得失，在97%的情况下，不成熟的优化才是一切问题的根源。**

**——Donald E.Knuth**

**在优化方面，我们应该遵守两条规则：**

**规则1：不要进行优化**

**规则2:（仅针对专家）：还是不要进行优化——也就是说，在你还没有绝对清晰的未优化方案之前，请不要进行优化。**

**——M.A.Jackson**

　　上面几句话看似让你不要做优化，这当然不可能。实际上是在编码中如果你没有考虑清楚就冒然想当然的去做优化，常常可能是得不偿失，就像我开头提到的那样，甚至为了优化性能而去减少一个局部变量。

　　正确的做法应该是，写出结构优美、设计良好的代码，不是写出快的程序。

　　性能的问题应该有数据做支撑，也就是有性能测试软件对程序测试来评判出性能问题出现在哪个地方，从而做针对性的修改。

**第56条：遵守普遍接受的命名惯例**

　　阿里巴巴针对Java已经出了一份《阿里巴巴Java开发手册》，这本手册就是很好的参考。就说书里没有的一点，不要使用拼音！

**第57条：只针对异常的情况才使用异常**

　　接着这几条建议是针对异常，关于异常我个人感觉就是人人都会用，但并不是人人都能用得好。有公司自研框架就规定了如何处理异常的方法，以供程序员统一异常处理。

　　此条建议在书中所给出的例子我相信实际上也没有几个会写出来，异常就是超出意料之外的错误，也就是说正常的控制流逻辑是不会走到异常的，所以不要再正常的控制流中出现异常来对程序做正常逻辑处理。
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**第58条：对可恢复的情况使用受检异常，对程序错误使用运行时异常**

　　这里会涉及几个异常相关的概念，先对异常分类做一个简单的梳理。

　　所有的异常、错误都继承自Throwable，它直接包含了两个子类Error和Exception。
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　　Error用来表示编译时和系统错误，Exception是可以被抛出的基本类型，通常情况下我们只关心Exception异常，而Error错误是程序员控制不了的系统错误。

　　对于Exception异常又分为两种：受检查的异常和不受检查的异常，受检查的异常直接继承自Exception，不受检查的异常则继承自RuntimeException（RuntimeException也继承自Exception)。
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　　受检查的异常在编码中就是需要被try-catch捕获或者通过throws抛出的异常，例如在进行I/O操作时候常常都会明确要求对文件的操作需要对异常进行处理。

　　而对于不受检查的异常就是不需要在代码中体现但也可以对这种异常出现时做处理，例如经常遇到的就是空指针异常（NullPointerException）。因为不受检查的异常全部继承自RuntimeException，此条目中所说的“运行时异常”也就是不受检查的异常。

　　什么时候使用受检查的异常（throws Exception），什么时候使用不受检查的异常（throws RuntimeException），本书中给出原则是：**如果期望调用者能够适当地恢复，对于这种情况就应该使用受检的异常。对于程序错误，则使用运行时异常。**例如在数据库的事务上通常就会对异常做处理，防止出现数据不一致等情况的发生。

**第59条：避免不必要地使用受检的异常**

　　关于这条建议书中实际上是建议如何更好的“设计”异常处理。

　　对于异常本身初衷是使程序具有更高的可靠性，特别是受检查的异常。但滥用受检查的异常可能就会使得程序变得负责，给程序员带来负担。

　　两种情况同时成立的情况下就可以使用受检查的异常：1、正确地使用API并不能阻止这种异常条件的产生；2、如果一旦产生异常，使用API的程序员可以立即采取有用的动作。以上两种情况成立时，就可以使用受检查的异常，否则可能就是徒增烦恼。

　　另外在一个方法抛出受检查异常时，也需要仔细考量，因为对于调用者来讲就必须处理做相应处理，或捕获或继续向上抛出。如果是一个方法只抛出一个异常那么实际上可以将抛出异常的方法重构为boolean返回值来代替。

**第60条：优先使用标准的异常**

　　对异常的时候都知道可以自定义异常，但往往在尚不标准的开发工程中都是不管三七二十一统统捕获或者抛出Exception异常。实际上更好的是使用内置的标准的异常而不是这么笼统。例如参数值不合法就抛出llegalArgumentException等。

　　借用书中的话：**专家级程序员与缺乏经验的程序员一个最主要的区别在于，专家追求并且通常也能够实现高度的代码重用。**

**第61条：抛出与抽象相对应的异常**

　　看题目会觉得不知所云，这实际上讲的是“异常转译”，所谓异常转译简单来说指的就是将一个异常转换成另外一个异常，例如AbstractSequentialList#get方法。

　　首先查看对于列表List类 get方法的规范要求：

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

//List

/\*\*

\* Returns the element at the specified position in this list.

\*

\* @param index index of the element to return

\* @return the element at the specified position in this list

\* @throws IndexOutOfBoundsException if the index is out of range

\* (<tt>index &lt; 0 || index &gt;= size()</tt>)

\*/

E get(int index);

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

　　可以看到关于List的get方法，其子类需要抛出未受检的异常（RuntimeException）——IndexOutOfBoundsException。

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

//AbstractSequentialList#get

/\*\*

\* Returns the element at the specified position in this list.

\*

\* <p>This implementation first gets a list iterator pointing to the

\* indexed element (with <tt>listIterator(index)</tt>). Then, it gets

\* the element using <tt>ListIterator.next</tt> and returns it.

\*

\* @throws IndexOutOfBoundsException {@inheritDoc}

\*/

public E get(int index) {

try {

return listIterator(index).next();

} catch (NoSuchElementException exc) {

throw new IndexOutOfBoundsException("Index: "+index); //异常转译，底层抛出NoSuchElementException，转译为IndexOutOfBoundsException。

}

}
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　　可以看到AbstractSequentialList#get方法的异常抛出就做了异常转译，这么做的原因有几点：符合List对get方法的规范；便于理解。

　　另外还有一点就是“异常链”：底层的异常被传到高层的异常，高层的异常提供访问方法来获得底层的异常。这样做的好处在于高层能查看低层异常的原因，其坏处就是逐层上抛会消耗大量资源。

　　总之，就是当低层抛出异常时，此时要考虑是否做异常转译，使得上层方法的调用者易于理解。

**第62条：每个方法抛出的异常都要有文档**

　　这里书中主要提到要为抛出的异常建立Java的文档注释即Javadoc的@throws标签。

　　对于一些未受检的异常同样也应该在文档注释中说明，例如上面提到的List#get。

**第63条：在细节信息中包含能捕获失败的信息**

　　关于此条目的建议可以归结于如何编写好的日志。

　　在刚工作的时候关于日志的打印对我来说基本是不知道怎么来写的，不知道在哪里写，不知道怎么写，需要包含什么内容。

　　对于异常的捕获，在平时只在IDE中的控制显示并且没有日志记录他通常都会这么写：

try {

doSomething();

} catch (Exception e) {

e.printStackTrace(); //打印出异常的堆栈信息

}

　　在生产环境中当然不能这么写而需要打印到日志中，除了堆栈信息外还需要一个可跟踪的信息，这通常是一个用户的ID，总之就是需要可定位、可分析。

**第64条：努力使失败保持原子性**

　　失败的方法调用应该使对象保持在被调用之前的状态，具有这种属性的方法被称为具有失败原子性。

　　失败过后，我们不希望这个对象不可用。在数据库事务操作中抛出异常时通常都会在异常做回滚或者恢复处理，要实现对象在抛出异常过后照样能处在一种定义良好的可用状态之中，有以下两个办法：

　　1） 设计一个不可变的对象。不可变的对象被创建之后它就处于一致的状态之中，以后也不会发生变化。

　　2） 在执行操作之前检查参数的有效性。例如对栈进行出栈操作时提前检查栈中的是否还有元素。

　　3） 在失败过后编写一段恢复代码，使对象回滚到操作开始前的状态。

　　在对象的一份临时拷贝上执行操作，操作完成过后再用临时拷贝中的结果代替对象的内容，如果操作失败也并不影响原来的对象。

**第65条：不要忽略异常**

　　所谓的忽略就是写出以下代码：

try {

doSomething();

} catch (Exception e) {

}

　　当然强烈不这样写，如果一定要这么写，那就需要加以注释。

**第66条：同步访问共享的可变数据**

　　在编程中同步是一个专业术语，所谓同步指的发出一个调用时，如果没有得到结果就不返回，直到有结果后再返回。另外相对应的是异步，指的是发出一个调用时就立即返回而不在乎此时有没有结果。

　　同步和异步关注的是“消息通信机制”，通常我们提到同步的时候实际上只理解了它一部分或者干脆理解为“互斥”，这是不全对的，例如Java中synchronized关键字，经常听到教育我们说，要互斥访问某个共享变量且需要保证它线程安全的时候就用synchronized关键字。

**互斥表示当一个对象被一个线程修改的时候，可以阻止另一个线程观察到对象内部不一致的状态。同步不仅包含这层意义还包含：它可以保证进入同步方法或者同步代码块的每个线程，都看到由同一个锁保护的之前所有修改效果。**

　　对于synchronized我相信几乎人人都知道它是线程安全的重要保证，这里不再叙述它如何保证。着重强调几个术语：**活性失败：线程A对某变量值的修改，可能没有立即在线程B体现出来。**这是由于Java内存模型造成的原因，一个线程修改某个变量后并不会立即写入主存而是写到线程自身所维护的内存中，这个时候导致另一个线程从主存中取出的值并不是最新的，使用synchronized可保证这种可见性，当然还有volatile关键字。**安全性失败：例如i++操作并不是原子的，而是先+1再复制，这就有两个动作，而这两个动作的完成很有可能导致中间穿插两个线程，这个时候就会导致程序计算结果出错。**

　　简而言之，**当多个线程共享可变数据的时候，每个读或者写数据的线程都必须执行同步，以确保线程安全，程序正确运行。**

**第67条：避免过度同步**

　　上一条谈到要使用同步，这一条告诉我们不要过度使用。对于在同步区域的代码，千万不要擅自调用其他方法，特别是会被重写的方法，因为这会导致你无法控制这个方法会做什么，严重则有可能导致死锁和异常。通常，应该在同步区域内做尽可能少的工作。**获得锁，检查共享数据，根据需要转换数据，然后放掉锁。**

**第68条：executor和task优先于线程**

　　之所以推荐executor和task原因就在于这样便于管理。

　　在java.util.concurrent包与Exececutor Framework相关知识点可查看[《12.ThreadPoolExecutor线程池原理及其execute方法》](http://www.cnblogs.com/yulinfeng/p/7021293.html)、[《13.ThreadPoolExecutor线程池之submit方法》](http://www.cnblogs.com/yulinfeng/p/7039979.html)、[《14.Java中的Future模式》](http://www.cnblogs.com/yulinfeng/p/7045648.html)。

**第69条：并发工具优先于wait和notify**

　　从JDK5新增加的java.util.concurret并发包中共提供了三个方面的并发工具：Executor Framework（这在上一条中有提到）、并发集合（Concurrent Collection）以及同步器（Synchronizer）。有关并发包的相关知识我有过一个源码解读，不过很遗憾只包含前两个方面，关于同步器暂未做深入了解，参考<http://www.cnblogs.com/yulinfeng/category/998911.html>

　　随着JDK的发展，基于原始的同步操作wait和notify已不再提倡使用，因为基础所以很多东西需要自己去保证，越来越多并发工具类的出现应该转而学习如何使用更为高效和易用的并发工具。

**第70条：线程安全性的文档化**

　　书中提到了很有意思的情景，有人会下意识的去查看API文档此方法是否包含synchronized关键字，如不包含则认为不是线程安全，如包含则认为是线程安全。实际上线程安全不能“要么全有要么全无”，它有多种级别：

**不可变的——也就是有final修饰的类，例如String、Long，它们就不用外部同步。**

**无条件的线程安全——这个类没有final修饰，但其内部已经保证了线程安全，例如并发包中的并发集合类，同样它们无需外部同步。**

**有条件的线程安全——这个有的方法需要外部同步，而有的方法则和“无条件的线程安全”一样无需外部同步。**

**非线程安全——这就是最“普通”的类了，内部的任何方法想要保证安全性就必须要外部同步。**

　　线程对立的——这种类就可以忽略不计了，这个类本身不是线程安全，并且就算外部同样同样也不是线程安全的，JDK中很少很少，几乎不计，自身也不会写出这样的类，或者也不要写出这种类。

可见队员线程是否安全不能仅仅做安全与不安全这种笼统的概念，更不能根据synchronized关键字来判断是否线程安全。你应该在文档注释中注明是以上哪种级别的线程安全，如果是有条件的线程安全不仅需要注明哪些方法需要外部同步，同时还需要注明需要获取什么对象锁。

**第71条：慎用延迟初始化**

　　延迟初始化又称懒加载或者懒汉式，这在单例模式中很常见。

　　众所周知单例模式大致分为懒汉式和饿汉式，这两种方式各有其优缺点。对于饿汉式会在初始化类或者创建实例的时候就进行初始化操作，而对于懒汉式则相反它只有在实际用到访问的时候才进行初始化。

　　至于用何种方式通常来讲并没有太大的讲究，几乎是看个人习惯。而此书却单独列了一条来说明延迟初始化使用不当所带来的危害。

　　1） 使用延迟初始化时一定要考虑它的线程安全性，通常此时会利用synchronized进行同步。

　　2） 若需要对静态域使用延迟初始化，且需要考虑性能，则使用lazy initialization holder class模式：

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

1 /\*\*

2 \* lazy initialization holder class

3 \* Created by yulinfeng on 2017/8/30/0030.

4 \*/

5 public class Singleton {

6 private static class SingletonHolder {

7 private static Singleton singleton = new Singleton();

8 }

9

10 private Singleton() {

11

12 }

13

14 public static Singleton getInstance() {

15 return SingletonHolder.singleton;

16 }

17 }
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　　这种模式不同于传统的延迟加载，当调用getInstance时候第一次读取SingletonHolder.singleton，导致SingletonHolder类得到初始化，这个类在装载并被初始化的时候会初始化它的静态域即Singleton实例，getInstance方法并没有使用被synchronized同步，并且只是执行一个域的访问这种延迟初始化的方式实际上并没有增加任何访问成本。

　　3） 若需要对实例域使用延迟初始化，且需要考虑性能，则使用双重检查模式，这种模式其实也是为了避免synchronized带来的锁定开销：
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1 /\*\*

2 \* double-check idiom

3 \* Created by yulinfeng on 2017/8/30/0030.

4 \*/

5 public class Singleton {

6 private volatile Singleton singleton;

7

8 private Singleton() {

9

10 }

11 public Singleton getInstance() {

12 Singleton result = singleton;

13 if (result == null) {

14 synchronized (this) {

15 result = singleton;

16 if (result == null) {

17 singleton = result = new Singleton();

18 }

19 }

20 }

21 return result;

22 }

23 }

[![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)

　　通常用的比较多的可能是对静态域应用双重检查模式。

　　最后书中的建议就是正常地进行初始化，而对于延迟初始化则徐亚慎重考虑它的性能和安全性。

**第72条：不要依赖于线程调度器**

　　第69条说的是executor和task优先于线程，此处又指不要依赖，实际上这里的不要依赖指的是不要将正确性依赖于线程调度器。例如：调整线程优先级，线程的优先级是依赖于操作系统的并不可取；调用Thrad.yield是的线程获得CPU执行机会，这也不可取。所以不要将程序的**正确性**依赖于线程调度器。

**第73条：避免使用线程组**

　　ThreadGroup我想大部分人别说用了，可能连听都没有听过，包括我也是，记住不要使用就行了。

**第74条：谨慎地实现Serializable接口**

　　这是本书最后一个章节——序列化。将一个对象编码成一个字节流这个过程就称作该对象序列化，相反的过程就被称作反序列化。

　　在Java中的类只需要实现Serializable接口即可被序列化，很放便也很简单，但这并不意味着可以随随便便的实现Serializable接口，它会带来以下几个代价：

　　1） 实现Serializable接口后就基本等同于将这个对象如同API一样暴露发布出去，这意味着你不可随意更改这个类，也就是大大降低了“改变这个类的实现”的灵活性。

　　2） 增加了出现Bug和安全漏洞的可能性，一个类的构造器往往是用来构建一个类约束关系。序列化机制是一种语言之外的对象创建机制，反序列化可以看作是一个“隐藏的构造器”，这也就是说如果按照默认的反序列化机制很容易不按照约定的构造器建立约束关系，以及很容易使对象的约束关系遭到破坏，以及遭受到非法访问。

　　3） 随着类的版本的改变，测试的负担增加。因为类的改变需要不断检查测试新版本与旧版本之间的“序列化-反序列化”是否兼容。

　　上面这三点是代价，在有的条件下是值得的，例如很常见的如果一个类将加入到某个框架中，并且该框架依赖序列化来实现对象的传输和持久化这个时候就需要这个类实现Serializable接口。

　　另外书中举了JDK中为了继承而设计的实现了Serializable接口的类,**Throwable类实现了Serializable接口，所以RMI的异常可以从服务器端传到客户端。Component实现了Serializable接口，因此GUI可以被发送、保护和恢复。HttpServlet实现了Serializable接口，因此会话状态可以被缓存。**

　　尽管一个类要实现序列化很简单，但实现前一定要想好以及设计好这个类是否需要序列化，是否值得付出上面三个代价。

**第75条：考虑使用自定义的序列化形式**

　　在这里书中谈到了对象什么时候可使用默认的序列化形式，而又在什么时候需要自定义序列化形式。**如果一个对象的物理表示法等同于它的逻辑内容，可能就适用于使用默认的序列化形式。**逻辑内容意思是这个类所要想表达传递的含义是什么，而物理表示法则表示逻辑内容所要传达含义的具体实现。
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import java.io.Serializable;

/\*\*

\* 默认的自定义形式

\* Created by yulinfeng on 2017/8/31/0031.

\*/

public class Name implements Serializable{

/\*\*

\* last name

\* @serial //表示把这些文档信息放在有关序列化形式的特殊文档页中

\*/

private String lastName;

private String firstName;

private String middleName;

}
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　　这个例子的逻辑来看表示一个人的姓名，从物理实现来看利用三个实例域直接就精确地反映了逻辑内容就能直接使用默认的序列化形式。

　　书中另外举了一个物理表示不同于逻辑内容的例子，一个表示字符串序列的类：
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import java.io.Serializable;

/\*\*

\*

\* Created by yulinfeng on 2017/8/31/0031.

\*/

public class StringList implements Serializable{

private int size = 0;

private Entry head = null;

private static class Entry implements Serializable {

String data;

Entry next;

Entry previous;

}

}
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　　可以看到物理表示是通过一个双向链表来表示的，其实我也不是很懂什么叫做“物理表示等同于逻辑内容”这句话，如果有人看到这里了希望能请教请教。

　　当一个对象的物理表示法与它的逻辑数据内容有实质性的区别时，使用默认序列化形式会有以下4个缺点：

　　1） 内部实现被束缚，这个很好理解，比如上面的例子内部实现是链表，意味着以后的版本会一直使用这个数据结构，而不能更改，或者更改导致很大的成本。

　　2） 消耗空间，上面个例子中序列化时就会记录所有的链接关系这是实现细节不值得记录，所以会消耗过多的空间。

　　3） 消耗时间，同样要遍历的时候也要逐个遍历，也会消耗时间

　　4） 栈溢出，如果递归遍历过多可能会造成栈的溢出。

　　书中有修订版，主要实现了writeObject和readObject方法以实现自定义的序列化形式。关于序列化的内容，我大概接下来会单独写一篇来详细介绍。